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[bookmark: _Toc106390644][bookmark: _Toc230149728][bookmark: _Toc230162252][bookmark: _Toc230162757][bookmark: _Toc230188064]Lab 01: Prototyping the CRM Application
In this lab, you will be introduced to the application structure of the CRM application.  The goal of this stage of the process had several goals:
· Better understand the user interaction
· Better understand the breadth of the application
· Stub out the various layers in the architecture
A rich prototype at this stage in the process also serves as a communication vehicle to the team and the target audience.  Various techniques and assumptions in this lab will change over time as the application matures and additional services are added.
This lab is the first in a series of labs that will help you understand and learn the technologies used to create the Healthcare CRM application.  The following labs are part of this series:
· Lab01 – Prototyping the CRM Application (this lab)
· Lab02 – Understanding Windows Azure Services (coming in June 2009)
· Lab03 – Implementing ADO.NET Data Services and MVVM (coming in June 2009)

From a high-level application view, the CRM application initially looked like this:

[image: ]

As the application model matures, and we introduce additional services, the diagram will change to reflect the application as it nears its deployment phase.
In this prototype, the current realization of the application is show in this diagram (which is what you will implement part of in this lab):
[image: ]

As the data access strategy for the application changes (to ADO.NET Data Services for example), the implementation details in the layers will change as well.  This will be discussed as we build out the application and continue the adventure through Lab #3.
To learn more about this reference application, and to keep up to date on the progress of the application, please visit this site:
http://healthcare.codeplex.com
Estimated time to complete this lab: 60 minutes
The project files for this lab are in the \source\starter folder.
[bookmark: _Toc106390645][bookmark: _Toc230149729][bookmark: _Toc230162253][bookmark: _Toc230162758][bookmark: _Toc230188065]Lab Objective    
The objective of this lab is to understand the CRM application, implement application layers and to implement a piece of the main user interface.  This lab will focus on 3 user interface pieces to the application:
· EDPatientsListView.xaml
· OrdersView.xaml
· PhysicianBanner.xaml
Along with these UI pieces (the View), you will implement the Model, ViewModel and Data Services that enable the application to run correctly.  Finally, you will implement the 3 Views into the MainWindow.xaml, which is what the end user ultimately interacts with.

[bookmark: _Toc230149730][bookmark: _Toc230162254][bookmark: _Toc230162759][bookmark: _Toc230188066]Getting Started
This project uses the WPF Express Grid from Infragistics and other controls from the Infragistics NetAdvantage toolset.  To be successful with this lab, you will need to install the NetAdvantage Win Client WPF product.  This suite contains controls like the Grid, Tab, ComboBox, and Charting that are used in this application.
To get the bits to install, go here:
http://www.infragistics.com/downloads/default.aspx
and download the NetAdvantage for Win Client 2009 Vol. 1 as shown here:

[image: ]

Once this is installed, you are ready to complete this lab and use the controls in subsequent labs.  Keep in mind that you can also download the NetAdvantage for WPF Express 2009 Vol. 1 – Hotfix, which is the free version of the Grid control for WPF, as well as other data entry controls.
[bookmark: _Toc536017583][bookmark: _Toc11402523][bookmark: _Toc106390646][bookmark: _Toc230149731][bookmark: _Toc230162255][bookmark: _Toc230162760][bookmark: _Toc230188067]Exercise 1 – Evaluating the Data Services (10 minutes)
In this exercise, you will examine the data layer for the application and add code to complete the data access strategy for the prototype.  
[bookmark: _Toc106390647][bookmark: _Toc230149732][bookmark: _Toc230162256][bookmark: _Toc230162761]Task 1 – Explore the PatientExplorer Application
1. Open the PatientExplorer solution from the Labs\Lab01\Source\Starter folder.
2. Expand the References, Converters, Data, Model, Services, View and ViewModel folders.  Your project structure should look like this:
[image: ]
[bookmark: _Toc105755068][bookmark: _Toc107039656][bookmark: _Toc230149733][bookmark: _Toc230162257][bookmark: _Toc230162762]Task 2 – Complete the DataServices Functionality
In this task, you will complete the DataServices functionality so it can correctly connect to the database and populate the Model classes with data from the database.  The code you will implement here is the standard CRUD (Create, Read, Update, Delete) code that every application uses, and can normally be achieved using a code generator.
1. Open the DataServices.cs file in the Services folder.
2. Note the Model namespace in the class file, this allows you to use the specific types needed by the data functions.
using PatientExplorer.Model;
Note the various public functions in this class that return specific types.  These types are all defined in the Model, and many of the types are being returned as ObservableCollection objects.  In WPF data binding, the new ObservableCollection class, which enables a much richer experience when binding objects to the UI.  When data in an ObservableCollection is added, refreshed, replaced, deleted, etc, the CollectionChanged event is raised, which allows your UI to react according without having to implement special events to detect when data changes in you underlying data. 
3. Add the GetPatientAllergies function by adding the code that connects to the database, retrieves the PatientAllergy data based on the PatientID, and populates this data into a new instance of the PatientAllergy object which is named patientAllergies.
public ObservableCollection<PatientAllergy> GetPatientAllergies(int patientID)
{
    ObservableCollection<PatientAllergy> patientAllergies = new ObservableCollection<PatientAllergy>();
    PatientAllergy patientAllergy = null;
    string connString = ConfigurationManager.ConnectionStrings["PatientExplorer.Properties.Settings.MedicalDataConnectionString"].ConnectionString;

    using (SqlConnection conn = new SqlConnection(connString))
    {
        using (SqlCommand cmd = new SqlCommand("Select * from PatientAllergy where PatientID='" + patientID + "'", conn))
        {
            conn.Open();
            using (IDataReader rdr = cmd.ExecuteReader())
            {
                while (rdr.Read())
                {
                    patientAllergy = new PatientAllergy();
                    patientAllergy.ID = rdr.GetInt32(rdr.GetOrdinal("ID"));
                    patientAllergy.PatientID = rdr.GetInt32(rdr.GetOrdinal("PatientID"));
                    patientAllergy.AllergyID = rdr.GetInt32(rdr.GetOrdinal("AllergyID"));
                    patientAllergies.Add(patientAllergy);
                }
            }
        }
    }
    return patientAllergies;
}

4. Review the remaining functions in this class, and note the similarities across each return object.  Also note the use of embedded SQL in these functions.  As the project progresses beyond the prototype state, you will be replacing the SQL statements with Entity Framework objects using ADO.NET Data Services.
5. From the Build menu, click Build Solution.  Your project should compile with no errors.
[bookmark: _Toc230149734][bookmark: _Toc230162258][bookmark: _Toc230162763][bookmark: _Toc230188068]Exercise 2 – Populating the Model Classes (10 minutes)
In this exercise, you will complete several tasks which update the model classes with the method calls to the DataService layer.  At this point in the lab, the DataServices.cs class is updated with all of the functions we need to connect to the database and retrieve the data that will ultimately update the user controls in the UI.  In Exercise 1, you added the PatientExplorer.Model namespace to the DataServices class, which gave the data access code insight into the objects that it was working with.  The next tasks will populate the model classes with the data.
[bookmark: _Toc105755069][bookmark: _Toc107039657][bookmark: _Toc230149735][bookmark: _Toc230162259][bookmark: _Toc230162764]Task 3 – Update the PatientAllergy class
In this task, you will update the PatientAllergy class so it can access the DataServices class and retrieve its data.
Follow these steps to update the PatientAllergy class.
[bookmark: _Toc230162260]Double-click the PatientAllergy class in the Model folder
[bookmark: _Toc230162261][bookmark: _Toc230162765]Add the PatientExplorer.Services namespace to the class
using PatientExplorer.Services;
[bookmark: _Toc230162262][bookmark: _Toc230162766][bookmark: _Toc105755083][bookmark: _Toc107039669]Create a new private instance of the DataServices class in the PatientAllergy class before the public ID property.
private DataServices dataServices = new DataServices();
public int ID { get; set; }
[bookmark: _Toc230162263][bookmark: _Toc230162767]Call the GetAllergy function from the DataServices class in the getter method of the public property Allergy.
allergy = dataServices.GetAllergy(this.AllergyID);
[bookmark: _Toc230162264][bookmark: _Toc230162768]From the Build menu, click Build Solution.  Your project should compile with no errors.
You will notice that the PatientAllergy class was pre-populated with the fields you will use in the views.  This was done for your convenience, and similar to the CRUD operations you completed in exercise 1, you can accomplish much of this with code generation utilities.  If you look at the GetPatientAllergy function in the data layer, you should start to see how the model and the data layer are going to interact for this prototype.
[bookmark: _Toc230162265][bookmark: _Toc230162769]Task 4 – Update the Admittance class and Patient class
In this task, you will update the Admittance class so it can access the DataServices class and retrieve its data.  The Admittance class is very important to the application, as it contains the key objects the make up a specific patient’s admittance (PatientID) to the hospital.  This object also populates the Patient, Complaint and Order object, so when populated, it contains the pertinent information for this admittance. 
You will also uncomment a line of code in the Patient class, which calls the GetPatientAllergies function you added in a previous task.
Follow these steps to update the Admittance class.
1. [bookmark: _Toc230162266][bookmark: _Toc230162770]Double-click the Admittance class in the Model folder
[bookmark: _Toc230162267][bookmark: _Toc230162771]Add the PatientExplorer.Services namespace to the class
using PatientExplorer.Services;
[bookmark: _Toc230162268][bookmark: _Toc230162772]Create a new private instance of the DataServices class in the Admittance class before the public ID property.
private DataServices dataServices = new DataServices();
public int ID { get; set; }
[bookmark: _Toc230162269][bookmark: _Toc230162773]Call the GetPatient function from the DataServices class in the getter method of the public property EDPatient.
patient = dataServices.GetPatient(this.PatientID);
[bookmark: _Toc230162270][bookmark: _Toc230162774]Call the GetComplaints function from the DataServices class in the getter method of the public property Complaints.
complaints = dataServices.GetComplaints(this.ID);
[bookmark: _Toc230162271][bookmark: _Toc230162775]Call the GetOrders function from the DataServices class in the getter method of the public property Orders.
orders = dataServices.GetOrders(this.ID);
Double-click the Patient.cs class file to open it in the code editor.
Scroll down in the code file until you see the get function for Allergies.
Uncomment the highlighted line of code which calls the GetPatientAllergies function.
this.allergies = dataServices.GetPatientAllergies(this.PatientID);
Task 5 – Review the Model Classes
In this task, you will review the remaining model classes to familiarize yourself with the objects that make up the application.
1. Double-click the following classes, and review the object structure for each class
a. Complaint
b. ComplaintTestResult
c. Med
d. Order
e. Patient
The overall class hierarchy for the model formulates to this:
[image: ]


[bookmark: _Toc230149737][bookmark: _Toc230162273][bookmark: _Toc230162777][bookmark: _Toc230188069]Exercise 3 – Creating the User Controls (20 minutes)
In this exercise, you will create 2 user controls that will be used in the main UI.  You will also add an existing user control to the application.
Task 6 – Adding the PhysiciansBannerView User Control 
In this task, you will add the PhysiciansBannerView user control to the project, which has been previously created. 
Follow these steps to add the PhysiciansBannerView user control to the project:
1. Right-click on the View Folder, and select Add -> Existing Item from the context menu.
Navigate to the Lab01\Source\Starter\View folder, and select PhysicianBannerView.xaml.cs and click Add.
[image: ]
Once you click Add, the Add Existing Item dialog will disappear, and you should see the PhysicianBannerView.xaml file under the View folder.
Right-click on the View folder, and select Add -> User Control.
In the Add New Item dialog, change the name to OrdersView.xaml and click Add.
[image: ]
You should now see OrdersView.xaml under the View folder.
Repeat steps 3 and 4, and add a new UserControl named EDPatientsListView.xaml.
[bookmark: _Toc230149738][bookmark: _Toc230162274][bookmark: _Toc230162778]Double-click the OrdersView.xaml UserControl to bring into edit mode in the IDE.  You should be looking at this:
[image: ]

Update the <UserControl> root object to include the namespace references for the Infragistics DataPresenter and Editors control as well as the correct Horizontal and Vertical alignment of the UserControl.
<UserControl x:Class="PatientExplorer.View.OrdersView"
    xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"
    xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"
    xmlns:igDP="http://infragistics.com/DataPresenter"
    xmlns:igEditors="http://infragistics.com/Editors"
    HorizontalAlignment="Stretch"
    VerticalAlignment="Stretch">

Update the Grid layout to include RowDefinitions and ColumnDefinitions.  The Row and Column layout will allow you to position elements within the UserControl in a table-like layout.
    <Grid>

        <Grid.RowDefinitions>
            <RowDefinition Height="Auto"></RowDefinition>
            <RowDefinition></RowDefinition>
        </Grid.RowDefinitions>
        <Grid.ColumnDefinitions>
            <ColumnDefinition Width="1*"></ColumnDefinition>
            <ColumnDefinition Width="1*"></ColumnDefinition>
        </Grid.ColumnDefinitions>

        <!-- XamDataGrid Goes Here -->

    </Grid>
Add a XamDataGrid named xdgOrders with a DataSource of MedicationOrders.  This will bind the grid to the MedicationOrders data.  When working with the XamDataGrid, there are 3 concepts that are important:
1) The Name and DataSource for the grid
2) FieldLayoutSettings – these properties define the overall configuration for the grid, for example, if you want to allow Add New Records, or if the grid should AutoGenerateFields based on the data source.  A default implementation of the grid will not use FieldLayoutSettings, they are only used if you want to do something beyond the defaults.
3) FieldLayouts – these define each field as you want it to data bind from the data source.  For the xdgOrders grid, the AutoGenerateFields = False in the FieldLayoutSettings, which means you need to define the fields as they should bind via FieldLayouts.  If you set AutoGenerateFields =True in FieldLayoutSettings, you do not need to specify individual FieldLayouts unless you are adding unbound columns.

For this step, add the following code between the </Grid.ColumnDefinitions> tag and the </Grid> tag.

<igDP:XamDataGrid x:Name="xdgOrders" Grid.Column="0" Grid.Row="1" 
              Grid.ColumnSpan="2" 
              DataSource="{Binding Path=MedicationOrders}"  
              GroupByAreaLocation="None">

</igDP:XamDataGrid>

Add the FieldLayoutSettings of the XamDataGrid to set properties in the AutoGenerateFields, AllowAddNew, AddNewRecordLocation and RecordSelectorLocation.
<igDP:XamDataGrid x:Name="xdgOrders" Grid.Column="0" Grid.Row="1" 
                  Grid.ColumnSpan="2" 
                  DataSource="{Binding Path=MedicationOrders}"  
                  GroupByAreaLocation="None">

    <igDP:XamDataGrid.FieldLayoutSettings>
        <igDP:FieldLayoutSettings
            AutoGenerateFields="False"
            AllowAddNew="True"
            AddNewRecordLocation="OnTopFixed" 
            RecordSelectorLocation="None" 
            />
    </igDP:XamDataGrid.FieldLayoutSettings>


</igDP:XamDataGrid>

Add the fields that the grid should bind to from the DataSource of MedicationOrders by adding a collection of Fields to the FieldLayouts collection.
<igDP:XamDataGrid x:Name="xdgOrders" Grid.Column="0" Grid.Row="1" 
                  Grid.ColumnSpan="2" 
                  DataSource="{Binding Path=MedicationOrders}"  
                  GroupByAreaLocation="None">

    <igDP:XamDataGrid.FieldLayoutSettings>
        <igDP:FieldLayoutSettings
            AutoGenerateFields="False"
            AllowAddNew="True"
            AddNewRecordLocation="OnTopFixed" 
            RecordSelectorLocation="None" 
            />
    </igDP:XamDataGrid.FieldLayoutSettings>

    <igDP:XamDataGrid.FieldLayouts>
        <igDP:FieldLayout>
            <igDP:FieldLayout.Fields>
                <igDP:UnboundField
                    Label="Med"
                    BindingPath="Medication.Name">
                    <igDP:Field.Settings>
                        <igDP:FieldSettings
                            CellWidth="60"
                            CellMinWidth="30" 
                            LabelWidth="60"
                            LabelMinWidth="30"/>
                    </igDP:Field.Settings>
                </igDP:UnboundField>
                <igDP:Field
                    Label="Dose"
                    Name="Dosage">
                    <igDP:Field.Settings>
                        <igDP:FieldSettings
                            CellWidth="60"
                            CellMinWidth="30"
                            LabelWidth="60"
                            LabelMinWidth="30"
                            />
                    </igDP:Field.Settings>
                </igDP:Field>
                <igDP:Field
                    Label="Unit"
                    Name="Unit">
                    <igDP:Field.Settings>
                        <igDP:FieldSettings
                            CellWidth="60"
                            CellMinWidth="30"
                            LabelWidth="60"
                            LabelMinWidth="30" />
                    </igDP:Field.Settings>
                </igDP:Field>
                <igDP:Field
                    Label="Freq"
                    Name="Frequency">
                    <igDP:Field.Settings>
                        <igDP:FieldSettings
                            CellWidth="60"
                            CellMinWidth="30"
                            LabelWidth="60"
                            LabelMinWidth="30" />
                    </igDP:Field.Settings>
                </igDP:Field>
                <igDP:Field
                    Label="Ind"
                    Name="Indication">
                    <igDP:Field.Settings>
                        <igDP:FieldSettings
                            CellWidth="60"
                            CellMinWidth="30"
                            LabelWidth="60"
                            LabelMinWidth="30" />
                    </igDP:Field.Settings>
                </igDP:Field>
            </igDP:FieldLayout.Fields>
        </igDP:FieldLayout>
    </igDP:XamDataGrid.FieldLayouts>
</igDP:XamDataGrid>

You have now completed the UI for the OrdersView user control.  Next, you’ll perform similar tasks on the EDPatientsListView.xaml user control.	
Select Build Solution form the Build menu to compile your application, you should not see any errors.
Double-click the EDPatientsListView.xaml to bring into edit mode in the IDE.  
Update the <UserControl> root object to include the namespace references for the Infragistics DataPresenter and Editors control as well as the correct Horizontal and Vertical alignment of the UserControl.
<UserControl x:Class="PatientExplorer.View.OrdersView"
    xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"
    xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"
    xmlns:igDP="http://infragistics.com/DataPresenter"
    xmlns:igEditors="http://infragistics.com/Editors"
    HorizontalAlignment="Stretch"
    VerticalAlignment="Stretch">

Update the Grid layout to include RowDefinitions and ColumnDefinitions.  The Row and Column layout will allow you to position elements within the UserControl in a table-like layout.
<Grid>
    <Grid.RowDefinitions>
        <RowDefinition
            Height="Auto"></RowDefinition>
        <RowDefinition></RowDefinition>
    </Grid.RowDefinitions>
    
    <!-- XamDataGrid Goes Here -->
    
</Grid>
Add a XamDataGrid named xdgEDPatientsList  and set the DataSource, ActiveRecord and GroupByAreaLocation to reflect the following:
<igDP:XamDataGrid
    x:Name="xdgEDPatientsList"
    Grid.Row="1"
    DataSource="{Binding Path=PatientList}"
    ActiveRecord="{Binding Path=SelectedRecord,
                        Mode=TwoWay,
                        UpdateSourceTrigger=PropertyChanged}" 
    GroupByAreaLocation="None">

    <!-- Add Resources Here -->
    
    <!-- Add FieldLayoutSettings Here -->
 
    <!-- Add FieldLayouts Here -->
    
    
</igDP:XamDataGrid>
Add the XamDataGrid.Resources XAML as indicated in the previous code block.  This will create a Style which sets the TextWrapping property to Wrap for the XamTextEditor control, which is embedded in the grid.
<igDP:XamDataGrid.Resources>
    <Style
        TargetType="{x:Type igEditors:XamTextEditor}"
        x:Key="WrapText">
        <Setter
            Property="TextWrapping"
            Value="Wrap" />
    </Style>
</igDP:XamDataGrid.Resources>

Add the FieldLayoutSettings of the XamDataGrid to set properties in the AutoGenerateFields, AllowAddNew, AllowDelete and RecordSelectorLocation.
<igDP:XamDataGrid.FieldLayoutSettings>
    <igDP:FieldLayoutSettings
        AutoGenerateFields="False" RecordSelectorLocation="None"
        AllowAddNew="False"
        AllowDelete="False" 
        />
</igDP:XamDataGrid.FieldLayoutSettings>
Add the fields that the grid should bind to from the DataSource of PatientList by adding a collection of Fields to the FieldLayouts collection.
<igDP:XamDataGrid.FieldLayouts>
            <igDP:FieldLayout>
                <igDP:FieldLayout.Fields>
                    <igDP:Field
                        Label="Complaints"
                        Name="ComplaintsCSV">
                    </igDP:Field>
                    <igDP:Field
                        Label="Sev"
                        Name="Severity">
                        <igDP:Field.Settings>
                            <igDP:FieldSettings
                                CellWidth="50"
                                LabelWidth="50"></igDP:FieldSettings>
                        </igDP:Field.Settings>
                    </igDP:Field>
                    <igDP:Field
                        Label="Patient"
                        Name="PatientFullName">
                        <igDP:Field.Settings>
                            <igDP:FieldSettings
                                CellWidth="100"
                                LabelWidth="100"></igDP:FieldSettings>
                        </igDP:Field.Settings>
                    </igDP:Field>
                </igDP:FieldLayout.Fields>
            </igDP:FieldLayout>
        </igDP:XamDataGrid.FieldLayouts>
You have now completed the XAML portion of the EDPatientsListView.xaml user control.  Unlike the OrderView.xaml, this user control does have some code-behind.
Hit the F7 key to get to the code-behind for the EDPatientsListView.xaml.
Add a new routed event handler for xdgEDPatientsList.Loaded after InitializeComponent in the constructor.
public EDPatientsListView()
{
    InitializeComponent();
    xdgEDPatientsList.Loaded += new RoutedEventHandler(xdgEDPatientsList_Loaded);
}		

Add the code for the xdgEDPatientsList_Loaded event.
void xdgEDPatientsList_Loaded(object sender, RoutedEventArgs e)
{
    xdgEDPatientsList.ActiveRecord = this.xdgEDPatientsList.Records[0];
}
Select Build Solution form the Build menu to compile your application, you should not see any errors.
You have completed the user controls that will be used by the main application shell.  In the next exercise, you will complete the lab by adding the user controls to the main window and running the application.
[bookmark: _Toc230188070]Exercise 4 – Wiring up the Application Shell and User Controls (15 minutes)
In this exercise, you will complete the lab by updating the MainWindow.xaml with the user controls created in earlier steps.  Once this task is completed, you will have the basic application shell working, with 3 user controls communicating with the database in a variation of the MVVM pattern used for this prototype.
Task 7 – Updating the MainWindow Application Shell 
In this task, you will add the 3 user controls, EDPatientsListView, OrdersView & PhysiciansPatientBanner to the MainWindow.xaml application shell. 
Follow these steps to update MainWindow.xaml.
1. Double-click MainWindow.xaml, which is located in the root of the project, to open the XAML for editing in the main window.
2. Update the <Window> root object to include the view namespace.
x:Class="PatientExplorer.MainWindow"
3. After the XAML which defines the Grid.RowDefinitions, add the PhysicianBannerView to the layout.
<view:PhysicianBannerView Grid.Row="1" Grid.RowSpan="1" />
4. Hit the F5 key to run the application.  You should see this:
[image: ]
If you select the dropdown in the banner, you will see the patient admittances listed.
5. Close the application to return to the XAML editor.
6. After the previous line of XAML you added, insert the following XAML which will add the WorkspaceItemsControl to the grid layout. 
<igPanel:WorkspaceItemsControl 
    x:Name="workspaceControl"  
    d:LayoutOverrides="Width" 
    Grid.Row="2" >

       <!--  Add WorkspaceItem objects here -->

</igPanel:WorkspaceItemsControl>
7. Add the following XAML which defines the actual panels, or WorkspaceItem objects, that will make up the user interface.  Note the Title property as you add the items, they will ultimately map to the complete set of Views that make up the application.  The ones you have created in this lab are ED Patients List and Orders.   
<igPanel:WorkspaceItem
	Title="ED Patient List"
	Width="150"
	Height="300"
	Canvas.Left="0"
	Canvas.Top="0">
</igPanel:WorkspaceItem>

<igPanel:WorkspaceItem
	Title="Test Results"
	Width="200"
	Height="150"
	Canvas.Left="150"
	Canvas.Top="0" />

<igPanel:WorkspaceItem
	Title="Vital Signs"
	Width="100"
	Height="150"
	Canvas.Left="150"
	Canvas.Top="150" />

<igPanel:WorkspaceItem
	Title="Orders"
	Width="100"
	Height="150"
	Canvas.Left="250"
	Canvas.Top="150">
</igPanel:WorkspaceItem>

<igPanel:WorkspaceItem
	Title="Patient Record"
	Width="150"
	Height="120"
	Canvas.Left="350"
	Canvas.Top="0"/>

<igPanel:WorkspaceItem
	Title="Clinical Notes"
	Width="150"
	Height="120"
	Canvas.Left="350"
	Canvas.Top="120" />

<igPanel:WorkspaceItem
	Title="Diagnosis Support"
	Width="150"
	Height="60"
	Canvas.Left="350"
	Canvas.Top="240" />
8. Hit the F5 key to run the application.  You should see this:
[image: ]
This is the main tile panel layout for the application as described in this video:
http://community.infragistics.com/ux/media/p/94705.aspx
The next step is to load the user controls into the WorkspaceItem objects.  
9. Close the application to return to the XAML editor in Visual Studio.
10. Update the ED Patients List and Orders WorkspaceItem objects to reflect the following:
<igPanel:WorkspaceItem
	Title="ED Patient List"
	Width="150"
	Height="300"
	Canvas.Left="0"
	Canvas.Top="0">
    <view:EDPatientsListView
		Loaded="OnPatientsViewLoaded" />
</igPanel:WorkspaceItem>

<igPanel:WorkspaceItem
	Title="Orders"
	Width="100"
	Height="150"
	Canvas.Left="250"
	Canvas.Top="150">
    <view:OrdersView
		Loaded="OnOrdersViewLoaded" />
</igPanel:WorkspaceItem>
This XAML loads the appropriate user controls in the WorkspaceItem.  It also fires off the Loaded routed event, which creates instances of the appropriate ViewModels, which create the data objects that ultimately are binding the user controls.
11. Hit the F5 key to run the application, you should see this:
[image: ]
As you select items from the dropdown list, or select patient admittance items from the ED Patients List, notice that data in the other user controls is being updated.  If you remember, the only code behind in the main UI shell is to create the ViewModel data context; there is no special code to handle the updates between the user controls.  The data context in each control is being updated by the ObservableCollection objects that contain the data.  
[bookmark: _Toc230149739][bookmark: _Toc230162275][bookmark: _Toc230162779][bookmark: _Toc230188071]Lab Summary 
In this lab, you created the prototype user interface for the Healthcare CRM application.  You learned how data is being retrieved from the database, how it is bound to user controls, and ultimately how it is being displayed in the main UI shell.  For more information, source code, videos and hands on labs, please visit http://healthcare.codeplex.com.
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